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1. Цель работы

Разработать программу решения гармонической задачи методом конечных элементов. Сравнить прямой и итерационной методы решения получаемой в результате конечноэлементной аппроксимации СЛАУ.

1. Задание

Решить трехмерную гармоническую задачу в декартовых координатах, базисные функции – трилинейные.

1. Анализ

Пусть дана дифференциальная задача ![](data:image/x-wmf;base64,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), в которой правая часть представима в виде ![](data:image/x-wmf;base64,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), тогда, если прочие части не зависят от t, то решение представимо в виде ![](data:image/x-wmf;base64,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), где ![](data:image/x-wmf;base64,183GmgAAAAAAAKABIAIDCQAAAACSXQEACQAAA08BAAACAHgAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIgAqABEwAAACYGDwAcAP////8AAE0AEAAAAMD///+h////YAEAAMEBAAALAAAAJgYPAAwATWF0aFR5cGUAADAABQAAAAkCAAAAAgUAAAAUAiIB/AAcAAAA+wIA/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A2J/zd+Gf83cgIPV3OA9mfgQAAAAtAQAACQAAADIKAAAAAAEAAABzeQACBQAAABQCwAEwABwAAAD7AqD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDYn/N34Z/zdyAg9Xc4D2Z+BAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAdXnAAngAAAAmBg8A5QBNYXRoVHlwZVVV2QAFAQAFAURTTVQ1AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEfKPJ/IT9BAPR19BUPIfAeQVD0FQ9ED0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwDAEAAQABAgIAAgACAAEBAQADAAEABAAACgEAAgCDdQADABwAAAsBAQEAAgCDcwAAAAAAAAsAAAAmBg8ADAD/////AQAAAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AfjgPZn4AAAoAIQCKAQAAAAAAAAAA7PgSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=) и ![](data:image/x-wmf;base64,183GmgAAAAAAAKABIAIDCQAAAACSXQEACQAAA08BAAACAHgAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIgAqABEwAAACYGDwAcAP////8AAE0AEAAAAMD///+h////YAEAAMEBAAALAAAAJgYPAAwATWF0aFR5cGUAADAABQAAAAkCAAAAAgUAAAAUAiIB9AAcAAAA+wIA/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A2J/zd+Gf83cgIPV3VQ9mNQQAAAAtAQAACQAAADIKAAAAAAEAAABjeQACBQAAABQCwAEwABwAAAD7AqD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDYn/N34Z/zdyAg9XdVD2Y1BAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAdXnAAngAAAAmBg8A5QBNYXRoVHlwZVVV2QAFAQAFAURTTVQ1AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEfKPJ/IT9BAPR19BUPIfAeQVD0FQ9ED0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwDAEAAQABAgIAAgACAAEBAQADAAEABAAACgEAAgCDdQADABwAAAsBAQEAAgCDYwAAAAAAAAsAAAAmBg8ADAD/////AQAAAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0ANVUPZjUAAAoAIQCKAQAAAAAAAAAA7PgSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=) – две зависящие только от пространственных координат функции, удовлетворяющие системе уравнений

![](data:image/x-wmf;base64,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)
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Запишем постановку Галёркина, применим первую формулу Грина
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![](data:image/x-wmf;base64,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)

1. Текст программы

**objects.h**

#ifndef OBJECTS\_MFE\_H\_

#define OBJECTS\_MFE\_H\_

struct node{double x, y, z; int number;};//узел

struct face{int node\_n[8], number, area;};//двойной двумерный КЭ

struct dCube{int node\_n[16], number, area;};//двойной трёхмерный КЭ

struct PortGenEl{int value; PortGenEl\* next;};//элемент списка

class PortMF\_list{

private:

PortGenEl \*begin, \*end, \*cash;

int ls, ms, numberline;

void add(int val);

void ElemElimination();

public:

PortMF\_list();//на самом деле construct

~PortMF\_list();

void construct();//конструктор

int size();

int size\_before(int n);

void ElemAddition(dCube &el\_a); //Добавление элемента

int popList();//берём элемент

void cashEQbegin();

void setNum(int s\_num); //Установить номер линии

int getms();

};

class CPortraitGener{

private:

int n;

PortMF\_list\* lists;

public:

void init(int n\_nodes);

void ElemAddition(dCube& el\_a);

void gen(int \*gi, int \*&gj, int &m);

CPortraitGener();

~CPortraitGener();

};

#endif

**objects.cpp**

#include "objects.h"

PortMF\_list::PortMF\_list(){construct();}

void PortMF\_list::construct(){ls =0; begin = end = cash = 0;}

void PortMF\_list::setNum(int s\_num){numberline = s\_num;}

PortMF\_list::~PortMF\_list()

{ cash = 0;

while(begin != 0)ElemElimination();}

void PortMF\_list::ElemAddition(dCube &el\_a)

{ if(numberline > 10000)numberline = numberline;

for(int i = 0; i < 16; i++)add(el\_a.node\_n[i]);}

void PortMF\_list::cashEQbegin(){cash = begin;}

int PortMF\_list::popList()

{ int Val = cash->value;

cash = cash->next;

return Val;}

int PortMF\_list::getms(){return ms;}

void PortMF\_list::add(int val)

{ if(val <= numberline){

PortGenEl \*ElemAddition;

if(begin == 0){

begin = new PortGenEl;

begin->value = val;

begin->next = 0;

end = begin;

cash = begin;}

else{

if(val < begin->value){

ElemAddition = new PortGenEl;

ElemAddition->value = val;

ElemAddition->next = begin;

begin = ElemAddition;

cash = begin;}

else{

if(val > end->value){

ElemAddition = new PortGenEl;

ElemAddition->value = val;

ElemAddition->next = 0;

end->next = ElemAddition;

end = end->next;}

else{

cash = begin;

while(cash->next != 0 && val > cash->next->value) cash = cash->next;

if(cash->next != 0 && cash->next->value != val && cash->value != val){

ElemAddition = new PortGenEl;

ElemAddition->value = val;

ElemAddition->next = cash->next;

cash->next = ElemAddition;}

}

}

}

ls++;

}

}

void PortMF\_list::ElemElimination(){

if(begin == end){

delete begin;

begin = end = cash = 0;}

else{

cash = begin;

while(cash->next != end) cash = cash->next;

delete cash->next;

cash->next = 0;

end = cash;}

}

int PortMF\_list::size\_before(int n){

int t = 0;

cash = begin;

if(begin != 0){

if(begin->value < n) t++;

while(cash->next != 0 && cash->next->value < n){

t++;

cash = cash->next;

}

}

ms = t;

return t;

}

CPortraitGener::CPortraitGener(){lists = new PortMF\_list [0];}

CPortraitGener::~CPortraitGener(){delete []lists; lists = 0;}

void CPortraitGener::init(int num){

n = num;

lists = new PortMF\_list [n];

for(int i = 0 ; i < n; i++)lists[i].setNum(i);

}

void CPortraitGener::ElemAddition(dCube &el){

for(int i = 0; i < 16; i++)lists[el.node\_n[i]].ElemAddition(el);

}

void CPortraitGener::gen(int \*gi, int \*&gj, int &m){

m = 0;

gi[0] = 0;

for(int i = 0; i < n; i++){

gi[i] = m;

m = m + lists[i].size\_before(i);

}

gi[n] = m;

gj = new int [m];

int shift, m1 = 0, iters\_m;

for(int i = 0; i < n; i++){

shift = m1;

iters\_m = lists[i].getms();

lists[i].cashEQbegin();

for(int j = 0; j < iters\_m; j++)

gj[shift+j] = lists[i].popList();

m1 = m1 + iters\_m;

}

}

**gener1.h**

typedef vector<double> dvector;

class GridGenerator{

private:

static int GridGen\_pr(double a, double b, double hmin, double k, double \*&masGrid);

public:

static int IsLegal(double a, double b, double hmin, double k);

static int numberNodes(double a, double b, double hmin, double k);

static int GridGen(double a, double b, double hmin, double k, string file\_name);

static int GridGen(double a, double b, double hmin, double k, dvector &grid\_vector);

static int GridGen(double a, double b, double hmin, double k, int &n, double\*& masGrid);

static int InsertedGridGen(double a, double b, double hmin, double k, string file\_name);

static int InsertedGridGen(double a, double b, double hmin, double k, dvector &grid\_vector);

static int InsertedGridGen(double a, double b, double hmin, double k, int &n, double\*& masGrid);

};

#endif

**gener2.h**

#ifndef GENER2\_MFE\_H\_

#define GENER2\_MFE\_H\_

#include "gener1.h"

struct Point{double x, y, z;

Point(){x = y = z = 0;}

Point(double set\_x, double set\_y)

{x = set\_x; y = set\_y; z = 0;}

Point(double set\_x, double set\_y, double set\_z)

{x = set\_x; y = set\_y; z = set\_z;}

};

class GridGenerator\_rect{

public:

static int GridGen(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double k\_x, double k\_y, string file\_name);

static int GridGen(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double k\_x, double k\_y, int &n, double \*\*&masGrid);

static int InsertedGridGen(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double k\_x, double k\_y, string file\_name);

static int InsertedGridGen(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double k\_x, double k\_y, int &n, double \*\*&masGrid);

private:

static int GridGen\_pr(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double k\_x, double k\_y, double \*\*&masGrid);

};

#endif

**gener3.h**

#ifndef GENER3\_MFE\_H\_

#define GENER3\_MFE\_H\_

#include "gener2.h"

class GridGenerator3{

private:

static int GridGen\_pr(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double h\_zmin, double k\_x, double k\_y, double k\_z, Point \*&masGrid);

public:

static int GridGen(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double h\_zmin, double k\_x, double k\_y, double k\_z, string file\_name);

static int GridGenMain(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double h\_zmin, double k\_x, double k\_y, double k\_z, string file\_cords, string file\_elements, string file\_faces);

};

#endif

**gener1.cpp**

#include "gener1.h"

int GridGenerator::IsLegal(double a, double b, double hmin, double k){

if((a > b)||(hmin <= 0.)||(k < 1.)) return 0;

return 1;

}

int GridGenerator::numberNodes(double a, double b, double hmin, double k){

double n;

if(k != 1) n = log(1 - (b-a)\*(k-1)/hmin) / log(k);

else n = (b-a)/hmin - 1;

return n + 2;

}

int GridGenerator::GridGen\_pr(double a, double b, double hmin, double k, double \*&masGrid){

int n = numberNodes(a, b, hmin, k);

masGrid = new double [n];

double h = hmin;

masGrid[0] = a;

for(int i = 1; i < n; i++){masGrid[i] = masGrid[i-1] + h; h = h \* k;}

masGrid[n-1] = b;

return n;

}

int GridGenerator::GridGen(double a, double b, double hmin, double k, int &n, double \*&masGrid){

if(!IsLegal(a, b, hmin, k)) return 0;

n = GridGen\_pr(a, b, hmin, k, masGrid);

return 1;

}

int GridGenerator::GridGen(double a, double b, double hmin, double k, dvector &grid\_vector){

if(!IsLegal(a, b, hmin, k))return 0;

double \*masGrid;

int n = GridGen\_pr(a, b, hmin, k, masGrid);

grid\_vector.clear();

for(int i = 0; i < n; i++)grid\_vector.push\_back(masGrid[i]);

delete[] masGrid;

return 1;

}

int GridGenerator::GridGen(double a, double b, double hmin, double k, string file\_name){

if(!IsLegal(a, b, hmin, k)) return 0;

FILE \*out\_f = fopen(file\_name.c\_str(), "w");

double \*masGrid;

int n = GridGen\_pr(a, b, hmin, k, masGrid);

fprintf(out\_f, "%d\n", n);

for(int i = 0; i < n; i++){fprintf(out\_f, "%.15lf\n", masGrid[i]);}

delete[] masGrid;

fclose(out\_f);

return 1;

}

int GridGenerator::InsertedGridGen(double a, double b, double hmin, double k, string file\_name){

double k1 = sqrt(k);

double hmin1 = hmin/(1+k1);

return GridGen(a, b, hmin1, k1, file\_name);

}

int GridGenerator::InsertedGridGen(double a, double b, double hmin, double k, dvector &grid\_vector){

double k1 = sqrt(k);

double hmin1 = hmin/(1+k1);

return GridGen(a, b, hmin1, k1, grid\_vector);

}

int GridGenerator::InsertedGridGen(double a, double b, double hmin, double k, int &n, double\*& masGrid){

double k1 = sqrt(k);

double hmin1 = hmin/(1+k1);

return GridGen(a, b, hmin1, k1, n, masGrid);

}

**gener2.cpp**

#include "gener2.h"

int GridGenerator\_rect::GridGen\_pr(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double k\_x, double k\_y, double \*\*&masGrid){

double\* Xm;double\* Ym;

int n\_x, n\_y;

double ax = left\_bottom.x, bx = right\_top.x, ay = left\_bottom.y, by = right\_top.y;

GridGenerator::GridGen(ax, bx, h\_xmin, k\_x, n\_x, Xm);

GridGenerator::GridGen(ay, by, h\_ymin, k\_y, n\_y, Ym);

int n = n\_x \* n\_y;

masGrid = new double\* [n];

for(int i = 0; i < n; i++)

masGrid[i] = new double [2];

for(int i = 0; i < n\_x; i++){

for(int j = 0; j < n\_y; j++){

masGrid[j\*n\_x + i][0] = Xm[i];

masGrid[j\*n\_x + i][1] = Ym[j];

}

}

delete[] Xm;

delete[] Ym;

return n;

}

int GridGenerator\_rect::GridGen(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double k\_x, double k\_y, int &n, double \*\*&masGrid){

if(left\_bottom.x < right\_top.y || left\_bottom.y < right\_top.y || h\_xmin < 0 || h\_ymin < 0 || k\_x <= 1 || k\_y <= 1) return 0;

n = GridGen\_pr(left\_bottom, right\_top, h\_xmin, h\_ymin, k\_x, k\_y, masGrid);

return 1;

}

int GridGenerator\_rect::GridGen(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double k\_x, double k\_y, string file\_name){

if(left\_bottom.x > right\_top.x || left\_bottom.y > right\_top.y || h\_xmin < 0 || h\_ymin < 0 || k\_x <= 1 || k\_y <= 1) return 0;

double \*\*masGrid;

FILE \*out\_f = fopen(file\_name.c\_str(), "w");

int n = GridGen\_pr(left\_bottom, right\_top, h\_xmin, h\_ymin, k\_x, k\_y, masGrid);

fprintf(out\_f, "%d\n", n);

for(int i = 0; i < n; i++)fprintf(out\_f, "%.15lf\t%.15lf\n", masGrid[i][0], masGrid[i][1]);

delete[] masGrid;

fclose(out\_f);

return 1;

}

int GridGenerator\_rect::InsertedGridGen(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double k\_x, double k\_y, int &n, double \*\*&masGrid){

double k\_x1 = sqrt(k\_x), k\_y1 = sqrt(k\_y);

double h\_x1 = h\_xmin/(1+k\_x1), h\_y1 = h\_ymin/(1+k\_y1);

return InsertedGridGen(left\_bottom, right\_top, h\_x1, h\_y1, k\_x1, k\_y1, n, masGrid);

}

int GridGenerator\_rect::InsertedGridGen(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double k\_x, double k\_y, string file\_name){

double k\_x1 = sqrt(k\_x), k\_y1 = sqrt(k\_y);

double h\_x1 = h\_xmin/(1+k\_x1), h\_y1 = h\_ymin/(1+k\_y1);

return GridGen(left\_bottom, right\_top, h\_x1, h\_y1, k\_x1, k\_y1, file\_name);

}

**gener3.cpp**

#include "gener3.h"

int GridGenerator3::GridGen\_pr(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double h\_zmin, double k\_x, double k\_y, double k\_z, Point \*&masGrid){

int n\_x, n\_y, n\_z; //количества узлов

double\* Xm; double\* Ym; double\* Zm; //координаты

double ax = left\_bottom.x, ay = left\_bottom.y, az = left\_bottom.z;

double bx = right\_top.x, by = right\_top.y, bz = right\_top.z;

GridGenerator::GridGen(ax, bx, h\_xmin, k\_x, n\_x, Xm);

GridGenerator::GridGen(ay, by, h\_ymin, k\_y, n\_y, Ym);

GridGenerator::GridGen(az, bz, h\_zmin, k\_z, n\_z, Zm);

int n\_xy = n\_x \* n\_y;

int n = n\_xy \* n\_z;

masGrid = new Point [n];

for(int i = 0; i < n\_x; i++){

for(int j = 0; j < n\_y; j++){

for(int k = 0; k < n\_z; k++){

masGrid[k\*n\_xy + j\*n\_x + i].x = Xm[i];

masGrid[k\*n\_xy + j\*n\_x + i].y = Ym[j];

masGrid[k\*n\_xy + j\*n\_x + i].z = Zm[k];

}

}

}

delete[] Xm;

delete[] Ym;

delete[] Zm;

return n;

}

int GridGenerator3::GridGen(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double h\_zmin, double k\_x, double k\_y, double k\_z, std::string file\_name){

double ax = left\_bottom.x;

double ay = left\_bottom.y;

double az = left\_bottom.z;

double bx = right\_top.x;

double by = right\_top.y;

double bz = right\_top.z;

bool check\_x = GridGenerator::IsLegal(ax, bx, h\_xmin, k\_x);

bool check\_y = GridGenerator::IsLegal(ay, by, h\_ymin, k\_y);

bool check\_z = GridGenerator::IsLegal(az, bz, h\_zmin, k\_z);

if(!(check\_x && check\_y && check\_z)) return 0;

Point\* masGrid;//сетка

int n = GridGen\_pr(left\_bottom, right\_top, h\_xmin, h\_ymin, h\_zmin, k\_x, k\_y, k\_z, masGrid);

FILE\* out\_f = fopen(file\_name.c\_str(), "w");

fprintf(out\_f, "%d\n", n);

for(int i = 0; i < n; i++){

fprintf(out\_f, "%.15lf\t%.15lf\t%.15lf\n", masGrid[i].x, masGrid[i].y, masGrid[i].z);

}

fclose(out\_f);

delete[] masGrid;

return 1;

}

int GridGenerator3::GridGenMain(Point left\_bottom, Point right\_top, double h\_xmin, double h\_ymin, double h\_zmin, double k\_x, double k\_y, double k\_z, string file\_cords, string file\_elements, string file\_faces){

if(!GridGen(left\_bottom, right\_top, h\_xmin, h\_ymin, h\_zmin, k\_x, k\_y, k\_z, file\_cords)) return 0;

double ax = left\_bottom.x;

double ay = left\_bottom.y;

double az = left\_bottom.z;

double bx = right\_top.x;

double by = right\_top.y;

double bz = right\_top.z;

FILE\* out\_f = fopen(file\_elements.c\_str(), "w");

int n\_x = GridGenerator::numberNodes(ax, bx, h\_xmin, k\_x);

int n\_y = GridGenerator::numberNodes(ay, by, h\_ymin, k\_y);

int n\_z = GridGenerator::numberNodes(az, bz, h\_zmin, k\_z);

int n\_xy = n\_x \* n\_y;

fprintf(out\_f, "%d\n", (n\_x-1)\*(n\_y-1)\*(n\_z-1));

for(int i = 0; i < n\_x - 1; i++){

for(int j = 0; j < n\_y - 1; j++){

for(int k = 0; k < n\_z - 1; k++){

int node\_i0 = k\*n\_xy + j\*n\_y + i;

int node\_i1 = k\*n\_xy + j\*n\_y + i+1;

int node\_i2 = k\*n\_xy + (j+1)\*n\_x + i;

int node\_i3 = k\*n\_xy + (j+1)\*n\_x + i + 1;

int node\_i4 = (k+1)\*n\_xy + j\*n\_y + i;

int node\_i5 = (k+1)\*n\_xy + j\*n\_y + i+1;

int node\_i6 = (k+1)\*n\_xy + (j+1)\*n\_x + i;

int node\_i7 = (k+1)\*n\_xy + (j+1)\*n\_x + i + 1;

fprintf(out\_f, "%d %d %d %d %d %d %d %d\n", node\_i0, node\_i1, node\_i2, node\_i3, node\_i4, node\_i5, node\_i6, node\_i7);

}

}

}

fclose(out\_f);

out\_f = fopen(file\_faces.c\_str(), "w");

fprintf(out\_f, "%d\n", 2\*(n\_x-1)\*(n\_y-1) + 2\*(n\_x-1)\*(n\_z-1) + 2\*(n\_y-1)\*(n\_z-1));

for(int i = 0; i < n\_x - 1; i++){

for(int j = 0; j < n\_y - 1; j++){

int node\_i0 = j\*n\_x + i;

int node\_i1 = j\*n\_x + i + 1;

int node\_i2 = (j+1)\*n\_x + i;

int node\_i3 = (j+1)\*n\_x + i + 1;

fprintf(out\_f, "%d %d %d %d\n", node\_i0, node\_i1, node\_i2, node\_i3);

}

}

for(int i = 0; i < n\_x - 1; i++){

for(int j = 0; j < n\_y - 1; j++){

int node\_i0 = (n\_z-1)\*n\_xy + j\*n\_x + i;

int node\_i1 = (n\_z-1)\*n\_xy + j\*n\_x + i + 1;

int node\_i2 = (n\_z-1)\*n\_xy + (j+1)\*n\_x + i;

int node\_i3 = (n\_z-1)\*n\_xy + (j+1)\*n\_x + i + 1;

fprintf(out\_f, "%d %d %d %d\n", node\_i0, node\_i1, node\_i2, node\_i3);

}

}

for(int i = 0; i < n\_x - 1; i++){

for(int k = 0; k < n\_z - 1; k++){

int node\_i0 = k\*n\_xy + i;

int node\_i1 = k\*n\_xy + i + 1;

int node\_i2 = (k+1)\*n\_xy + i;

int node\_i3 = (k+1)\*n\_xy + i + 1;

fprintf(out\_f, "%d %d %d %d\n", node\_i0, node\_i1, node\_i2, node\_i3);

}

}

for(int i = 0; i < n\_x - 1; i++){

for(int k = 0; k < n\_z - 1; k++){

int node\_i0 = k\*n\_xy + (n\_y-1)\*n\_x + i;

int node\_i1 = k\*n\_xy + (n\_y-1)\*n\_x + i + 1;

int node\_i2 = (k+1)\*n\_xy + (n\_y-1)\*n\_x + i;

int node\_i3 = (k+1)\*n\_xy + (n\_y-1)\*n\_x + i + 1;

fprintf(out\_f, "%d %d %d %d\n", node\_i0, node\_i1, node\_i2, node\_i3);

}

}

for(int j = 0; j < n\_y - 1; j++){

for(int k = 0; k < n\_z - 1; k++){

int node\_i0 = k\*n\_xy + j\*n\_x;

int node\_i1 = k\*n\_xy + (j+1)\*n\_x;

int node\_i2 = (k+1)\*n\_xy + j\*n\_x;

int node\_i3 = (k+1)\*n\_xy + (j+1)\*n\_x;

fprintf(out\_f, "%d %d %d %d\n", node\_i0, node\_i1, node\_i2, node\_i3);

}

}

for(int j = 0; j < n\_y - 1; j++){

for(int k = 0; k < n\_z - 1; k++){

int node\_i0 = k\*n\_xy + j\*n\_x + n\_x-1;

int node\_i1 = k\*n\_xy + (j+1)\*n\_x + n\_x-1;

int node\_i2 = (k+1)\*n\_xy + j\*n\_x + n\_x-1;

int node\_i3 = (k+1)\*n\_xy + (j+1)\*n\_x + n\_x-1;

fprintf(out\_f, "%d %d %d %d\n", node\_i0, node\_i1, node\_i2, node\_i3);

}

}

fclose(out\_f);

return 1;

}

**LOS.h**

#ifndef LOS\_HMFE\_H\_

#define LOS\_HMFE\_H\_

#include <math.h>

class LOS{

public:

void init(int\* s\_ig, int\* s\_jg, double\* s\_gu, double\* s\_gl, double\* s\_di, int s\_n);

void setF(double\* s\_rp);

void SolutionSLAE(double \*&solution, int &its);

private:

int n;

int \*ig, \*jg;

double \*gu, \*gl, \*di, \*rp, \*Uu, \*Ll, \*Ld;

void precond();

double dot\_prod(double \*a, double \*b);

void mull\_A(double \*f, double \*&x);

void SolutionSLAE\_L(double \*f, double \*&x);

void SolutionSLAE\_U(double \*f, double \*&x);

};

#endif

**LOS.cpp**

#include "LOS.h"

void LOS::init(int \*s\_ig, int \*s\_jg, double \*s\_gu, double \*s\_gl, double \*s\_di, int s\_n){

ig = s\_ig;

jg = s\_jg;

gu = s\_gu;

gl = s\_gl;

di = s\_di;

n = s\_n;

precond();

}

void LOS::setF(double \*s\_rp){rp = s\_rp;}

void LOS::precond(){

double sum\_l, sum\_u, sum\_d;

int copy\_end = ig[n];

Ll = new double [copy\_end];

Uu = new double [copy\_end];

Ld = new double [n];

for(int i = 0; i < copy\_end; i++){Ll[i] = gl[i]; Uu[i] = gu[i];}

for(int i = 0; i < n; i++)Ld[i] = di[i];

for(int k = 1, k1 = 0; k <= n; k++, k1++){

sum\_d = 0;

int i\_s = ig[k1], i\_e = ig[k];

for(int m = i\_s; m < i\_e; m++){

sum\_l = 0; sum\_u = 0;

int j\_s = ig[jg[m]], j\_e = ig[jg[m]+1];

for(int i = i\_s; i < m; i++){

for(int j = j\_s ; j < j\_e; j++){

if(jg[i] == jg[j]){

sum\_l += Ll[i]\*Uu[j];

sum\_u += Ll[j]\*Uu[i];

j\_s++;

}

}

}

Ll[m] = Ll[m] - sum\_l;

Uu[m] = (Uu[m] - sum\_u) / Ld[jg[m]];

sum\_d += Ll[m]\*Uu[m];

}

Ld[k1] = Ld[k1] - sum\_d;

}

}

double LOS::dot\_prod(double \*a, double \*b){

double dp = 0;

for(int i = 0; i < n; i++)

dp += a[i]\*b[i];

return dp;

}

void LOS::mull\_A(double \*f, double \*&x){

for(int i = 0; i < n; i++){

double v\_el = f[i];

x[i] = di[i]\*v\_el;

for(int k = ig[i], k1 = ig[i+1]; k < k1; k++){

int j = jg[k];

x[i] += gl[k]\*f[j];

x[j] += gu[k]\*v\_el;

}

}

}

void LOS::SolutionSLAE\_L(double \*f, double \*&x){

for(int k = 1, k1 = 0; k <= n; k++, k1++){

double sum = 0;

for(int i = ig[k1]; i < ig[k]; i++)sum += Ll[i]\*x[jg[i]];

x[k1] = (f[k1] - sum)/Ld[k1];

}

}

void LOS::SolutionSLAE\_U(double \*f, double \*&x){

double\* f1 = new double [n];

for(int i = 0; i < n; i++)f1[i] = f[i];

for(int k = n, k1 = n-1; k > 0; k--, k1--){

x[k1] = f1[k1]/Ld[k1];

double v\_el = x[k1];

for(int i = ig[k1]; i < ig[k]; i++)f1[jg[i]] -= Uu[i]\*v\_el;

}

delete[] f1;

}

void LOS::SolutionSLAE(double \*&solution, int &its){

int max\_iter = 100000;

double eps = 1E-16;

double end\_cycle = 0;

double rp\_norm = sqrt(dot\_prod(rp, rp));

double\* x0 = new double [n];

for(int i = 0; i < n; i++)x0[i] = 0;

solution = new double [n];

double\* r = new double [n];

double\* z = new double [n];

double\* p = new double [n];

double\* s = new double [n];

double\* t = new double [n];

//r0 = L^(-1) \* (f - Ax0)

mull\_A(x0, s);

for(int i = 0; i < n; i++)

s[i] = rp[i] - s[i];

SolutionSLAE\_L(s, r);

//z0 = U^(-1)r0

SolutionSLAE\_U(r, z);

//p0 = L^(-1)Az0

mull\_A(z, s);

SolutionSLAE\_L(s, p);

int iter;

for(iter = 0; iter < max\_iter && !end\_cycle; iter++){

double discr = sqrt(dot\_prod(r, r));

if( discr / rp\_norm > eps){

double dot1 = dot\_prod(p, p); //(p[k-1], p[k-1])

double alpha = dot\_prod(p ,r) / dot1; //a = (p[k-1], r[k-1]) / (p[k-1], p[k-1])

for(int i = 0; i < n; i++){

x0[i] = x0[i] + alpha\*z[i]; //x[k] = x[k-1] + a\*z[k-1]

r[i] = r[i] - alpha\*p[i]; //r[k] = r[k-1] - a\*p[k-1]

}

//betta = -(p[k-1], L^(-1)\*A\*U^(-1)r[k]) / (p[k-1], p[k-1])

SolutionSLAE\_U(r, s); // s = U^(-1)r[k]

mull\_A(s, t);

SolutionSLAE\_L(t, t);

double betta = - dot\_prod(p, t) / dot1;

for(int i = 0; i < n; i++){

z[i] = s[i] + betta \* z[i]; // z[k] = U^(-1)r[k] + b\*z[k-1]

p[i] = t[i] + betta \* p[i]; // p[k] = L^(-1)\*A\*U^(-1)r[k] + b\*p[k-1]

}

if(iter % n == 0){ //Обновление метода

//r0 = L^(-1) \* (f - Ax0)

mull\_A(x0, s);

for(int i = 0; i < n; i++)s[i] = rp[i] - s[i];

SolutionSLAE\_L(s, r);

//z0 = U^(-1)r0

SolutionSLAE\_U(r, z);

//p0 = L^(-1)Az0

mull\_A(z, s);

SolutionSLAE\_L(s, p);

}

}

else

end\_cycle = true;

}

for(int i = 0 ; i < n; i++)solution[i] = x0[i];

its = iter;

delete[] x0;

delete[] p;

delete[] r;

delete[] z;

delete[] s;

delete[] t;

}

**LU.h**

#ifndef LU\_HMFE\_H\_

#define LU\_HMFE\_H\_

#include <math.h>

class SLAEsolver\_LU{

public:

void init(int\* s\_ig, int\* s\_jg, double\* s\_gu, double\* s\_gl, double\* s\_di, int s\_n);

void setF(double\* s\_rp);

void SolutionSLAE(double \*&solution, int &its);

private:

int n;

int \*ig;

double \*gl, \*gu, \*di, \*rp;

void dec();

};

#endif

**LU.cpp**

#include "LU.h"

void SLAEsolver\_LU::init(int\* s\_ig, int\* s\_jg, double\* s\_gu, double\* s\_gl, double\* s\_di, int s\_n){

n = s\_n;

di = new double [n];

ig = new int [n+1];

for(int i = 0; i < n; i++)

di[i] = s\_di[i];

ig[0] = 0;

for(int i = 1; i <= n; i++){

int k = s\_ig[i] - s\_ig[i-1];

if(k > 0){

int total\_n = i - s\_jg[s\_ig[i-1]];

ig[i] = ig[i-1] + total\_n;

}

else

ig[i] = ig[i-1];

}

gu = new double [ig[n]];

gl = new double [ig[n]];

for(int i = 0; i < n; i++){

int j\_s = ig[i];

int j\_e = ig[i+1];

int column = i - (j\_e - j\_s);

int s\_point = s\_ig[i];

for(int j = j\_s; j < j\_e; j++, column++){

if(column == s\_jg[s\_point]){

gu[j] = s\_gu[s\_point];

gl[j] = s\_gl[s\_point];

s\_point++;

}

else

gu[j] = gl[j] = 0;

}

}

dec();

}

void SLAEsolver\_LU::setF(double \*s\_rp){

rp = new double [n];

for(int i = 0; i < n; i++)rp[i] = s\_rp[i];

}

void SLAEsolver\_LU::SolutionSLAE(double \*&solution, int &its){

solution = new double [n];

for(int i = 0; i < n; i++){

double sum = 0;

int j\_start = ig[i], j\_end = ig[i+1];

int vect\_iter = i - (j\_end - j\_start);

for(int j = j\_start; j < j\_end; j++, vect\_iter++)sum += gl[j]\*rp[vect\_iter];

rp[i] = (rp[i] - sum)/di[i];

}

for(int i = n-1; i >= 0; i--){

int j\_start = ig[i], j\_end = ig[i+1];

int vect\_iter = i - (j\_end - j\_start);

for(int j = j\_start; j<j\_end; j++, vect\_iter++)

rp[vect\_iter] -= gu[j]\*rp[i];

}

for(int i = 0; i < n; i++)solution[i] = rp[i];

its = -1;

}

void SLAEsolver\_LU::dec(){

for(int i = 0; i < n; i++){

int i0 = ig[i];

int i1 = ig[i+1];

int j = i - (i1-i0);

double sd = 0;

for(int m = i0; m < i1; m++,j++){

double sl = 0;

double su = 0;

int j0 = ig[j];

int j1 = ig[j+1];

int mi = i0;

int mj = j0;

int kol\_i = m - i0;

int kol\_j = j1 - j0;

int kol\_r = kol\_i - kol\_j;

if(kol\_r < 0) mj -= kol\_r;

else mi += kol\_r;

for(mi=mi; mi<m; mi++,mj++){

sl += gl[mi]\*gu[mj];

su += gu[mi]\*gl[mj];

}

gl[m] = gl[m] - sl;

gu[m] = (gu[m] - su ) / di[j];

sd += gl[m]\*gu[m];

}

di[i] = di[i] - sd;

}

}

**method.h**

#ifndef HMFE\_H\_

#define HMFE\_H\_

#include <stdio.h>

#include <string>

#include <windows.h>

#include "objects.h"

#include "LOS.h"

#include "LU.h"

using namespace std;

typedef double(\*func)(double, double, double);

template <class SLAEsolver\_type> class HFEM{

private:

int n\_elem;

int n\_nodes;

int n\_faces1, n\_faces2, n\_faces3;

node\* nodes;

dCube\* elements;

face \*faces\_sec, \*faces\_thi;

double \*faces\_fir;

int \*n\_faces1ode;

double u\_betta\_s(double x, double y, double z, int face\_n);

double u\_betta\_с(double x, double y, double z, int face\_n);

double\* betta;

double tetta\_s(double x, double y, double z, int face\_n);

double tetta\_c(double x, double y, double z, int face\_n);

func lambda, sigma, hi;

func f\_sin, f\_cos;

double w;

SLAEsolver\_type SLAEsolver;

int SLAEsolver\_iters;

CPortraitGener port\_gen;

double time;

int \*ig, \*jg;

int SLAE\_el\_n;

double \*gl, \*gu, \*di;

double \*right\_part;

double\* solution;

func u\_sin, u\_cos;

void formigjg();

int findNumber(int i, int j);

void LocalMatrix(double \*\*A\_loc, double \*b\_loc, int el\_n);

void Local3(double \*\*A\_loc, double \*b\_loc, int face\_n);

void Local2(double \*b\_loc, int face\_n);

int mu(int i);

int nu(int i);

int v(int i);

public:

void GridT(string file\_cords, string file\_elements, string file\_faces);

void init(string file\_cords, string file\_elements, string file\_faces);

void setCf(func set\_lambda, func set\_sigma, func set\_hi);

void setF(func set\_f\_sin, func set\_f\_cos);

void setOmega(double s\_w);

void MatrixForming();

void SolutionSLAE();

void outputResult(string file\_name);

void outputDiffer(string file\_name);

void set\_sol(func us, func uc);

};

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::init(string file\_cords, string file\_elements, string file\_faces){

FILE\* inCoord = fopen(file\_cords.c\_str(), "r");

FILE\* inEls = fopen(file\_elements.c\_str(), "r");

FILE\* inFace = fopen(file\_faces.c\_str(), "r");

fscanf(inCoord, "%d", &n\_nodes);

nodes = new node [n\_nodes];

for(int i = 0; i < n\_nodes; i++)fscanf(inCoord, "%lf %lf %lf", &nodes[i].x, &nodes[i].y, &nodes[i].z);

fclose(inCoord);

fscanf(inEls, "%d", &n\_elem);

elements = new dCube [n\_elem];

for(int i = 0; i < n\_elem; i++){

for(int j = 0; j < 16; j++)fscanf(inEls, "%d", &elements[i].node\_n[j]);

}

fclose(inEls);

fscanf(inFace, "%d", &n\_faces1);

faces\_fir = new double [n\_faces1];

n\_faces1ode = new int [n\_faces1];

for(int i = 0; i < n\_faces1; i++)fscanf(inFace, "%d %lf", &n\_faces1ode[i], &faces\_fir[i]);

fscanf(inFace, "%d", &n\_faces2);

faces\_sec = new face [n\_faces2];

for(int i = 0; i < n\_faces2; i++){

for(int j = 0; j < 8; j++)fscanf(inFace, "%d", &faces\_sec[i].node\_n[j]);

}

fscanf(inFace, "%d", &n\_faces3);

faces\_thi = new face [n\_faces3];

for(int i = 0; i < n\_faces3; i++){

for(int j = 0; j < 8; j++)fscanf(inFace, "%d", &faces\_thi[i].node\_n[j]);

}

fclose(inFace);

}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::outputDiffer(string file\_name){

FILE\* out\_f = fopen(file\_name.c\_str(), "w");

double diff1 = 0;

double u\_norm = 0;

double diff\_s = 0, diff\_c = 0;

double u\_ns = 0, u\_nc = 0;

for(int i = 0; i < n\_nodes/2; i++){

double x = nodes[2\*i].x;

double y = nodes[2\*i].y;

double z = nodes[2\*i].z;

double us = u\_sin(x,y,z);

double uc = u\_cos(x,y,z);

diff\_s = diff\_s + (us - solution[2\*i])\*(us - solution[2\*i]);

diff\_c = diff\_c + (uc - solution[2\*i+1])\*(uc - solution[2\*i+1]);

u\_ns = u\_ns + us\*us;

u\_nc = u\_nc + uc\*uc;

}

diff1 = diff\_s + diff\_c;

u\_norm = u\_ns + u\_nc;

fprintf(out\_f, "Total:\t%.3e\n", sqrt(diff1/u\_norm));

fprintf(out\_f, "Sin:\t%.3e\n", sqrt(diff\_s/u\_ns));

fprintf(out\_f, "Cos:\t%.3e\n", sqrt(diff\_c/u\_nc));

fprintf(out\_f, "Iters:\t%d\n", SLAEsolver\_iters);

fprintf(out\_f, "Time:\t%lf\n", time);

fclose(out\_f);

}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::setCf(func set\_lambda, func set\_sigma, func set\_hi){

lambda = set\_lambda; sigma = set\_sigma; hi = set\_hi;}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::setF(func set\_f\_sin, func set\_f\_cos){

f\_sin = set\_f\_sin; f\_cos = set\_f\_cos;}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::setOmega(double s\_w){w = s\_w;}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::SolutionSLAE(){

LARGE\_INTEGER start, stop, timetime, fr;

QueryPerformanceFrequency(&fr);

QueryPerformanceCounter(&start);

SLAEsolver.init(ig, jg, gu, gl, di, n\_nodes);

SLAEsolver.setF(right\_part);

SLAEsolver.SolutionSLAE(solution, SLAEsolver\_iters);

QueryPerformanceCounter(&stop);

timetime.QuadPart = stop.QuadPart - start.QuadPart;

time = (double)timetime.QuadPart / (double)fr.QuadPart;

}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::formigjg(){

port\_gen.init(n\_nodes);

ig = new int [n\_nodes+1];

for(int i = 0; i < n\_elem; i++)

port\_gen.ElemAddition(elements[i]);

port\_gen.gen(ig, jg, SLAE\_el\_n);

gl = new double [SLAE\_el\_n];

gu = new double [SLAE\_el\_n];

di = new double [n\_nodes];

right\_part = new double [n\_nodes];

solution = new double [n\_nodes];

for(int i = 0; i < SLAE\_el\_n; i++)gl[i] = gu[i] = 0;

for(int i = 0; i < n\_nodes; i++)di[i] = right\_part[i] = solution[i] = 0;

port\_gen.~CPortraitGener();

}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::MatrixForming(){

double \*\*A\_loc, \*b\_loc;

b\_loc = new double [16];

A\_loc = new double\* [16];

for(int i = 0; i < 16; i++)A\_loc[i] = new double [16];

formigjg();

int cur\_row;

int pos;

for(int k = 0; k < n\_elem; k++){

LocalMatrix(A\_loc, b\_loc, k);

for(int i = 0; i < 16; i++){

cur\_row = elements[k].node\_n[i];

for(int j = 0 ; j < i ; j++){

if(cur\_row > elements[k].node\_n[j]){

pos = findNumber(cur\_row, elements[k].node\_n[j]);

gl[pos] = gl[pos] + A\_loc[i][j];

gu[pos] = gu[pos] + A\_loc[j][i];

}

else{

pos = findNumber(elements[k].node\_n[j], cur\_row); //Находим позицию в gu и gl

gu[pos] = gu[pos] + A\_loc[i][j];

gl[pos] = gl[pos] + A\_loc[j][i];

}

}

di[cur\_row] += A\_loc[i][i];

right\_part[cur\_row] += b\_loc[i];

}

}

for(int k = 0; k < n\_faces3; k++){

Local3(A\_loc, b\_loc, k);

for(int i = 0; i < 8; i++){

cur\_row = faces\_thi[k].node\_n[i];

for(int j = 0 ; j < i ; j++){

if(cur\_row > faces\_thi[k].node\_n[j]){ //Если элементы содержаться в строке

pos = findNumber(cur\_row, faces\_thi[k].node\_n[j]); //Находим позицию в gu и gl

gl[pos] += A\_loc[i][j];

gu[pos] += A\_loc[j][i];

}

else{

pos = findNumber(faces\_thi[k].node\_n[j], cur\_row); //Находим позицию в gu и gl

gu[pos] += A\_loc[i][j];

gl[pos] += A\_loc[j][i];

}

}

di[cur\_row] += A\_loc[i][i];

right\_part[cur\_row] += b\_loc[i];

}

}

for(int k = 0; k < n\_faces2; k++){

Local2(b\_loc, k);

for(int i = 0; i < 8; i++)right\_part[faces\_sec[k].node\_n[i]] += b\_loc[i];

}

for(int k = 0; k < n\_faces1; k++){

cur\_row = n\_faces1ode[k];

double val = faces\_fir[k];

di[cur\_row] = 1;

right\_part[cur\_row] = val;

int i\_s = ig[cur\_row], i\_e = ig[cur\_row+1];

for(int i = i\_s; i < i\_e; i++){

right\_part[jg[i]] -= gu[i]\*val;

gl[i] = 0;

gu[i] = 0;

}

for(int p = cur\_row + 1; p < n\_nodes; p++){

int i\_s = ig[p], i\_e = ig[p+1];

for(int i = i\_s; i < i\_e; i++){

if(jg[i] == cur\_row){

right\_part[p] -= gl[i]\*val;

gl[i] = 0;

gu[i] = 0;

}

}

}

}

}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::LocalMatrix(double \*\*A\_loc, double \*b\_loc, int el\_n){

double G1[2][2] = {{1.0, -1.0}, {-1.0, 1.0}};

double M1[2][2] = {{1.0/3.0, 1.0/6.0}, {1.0/6.0, 1.0/3.0}};

double G[8][8], M[8][8];

double hx = fabs(nodes[elements[el\_n].node\_n[2]].x - nodes[elements[el\_n].node\_n[0]].x);

double hy = fabs(nodes[elements[el\_n].node\_n[4]].y - nodes[elements[el\_n].node\_n[0]].y);

double hz = fabs(nodes[elements[el\_n].node\_n[8]].z - nodes[elements[el\_n].node\_n[0]].z);

double lambdaA = 0;

double sigmaA = 0;

double hiA = 0;

for(int i = 0; i < 8; i++){

double x = nodes[elements[el\_n].node\_n[2\*i]].x;

double y = nodes[elements[el\_n].node\_n[2\*i]].y;

double z = nodes[elements[el\_n].node\_n[2\*i]].z;

lambdaA += lambda(x,y,z);

sigmaA += sigma(x,y,z);

hiA += hi(x, y, z);

}

lambdaA = lambdaA / 8.0;

sigmaA = sigmaA / 8.0;

hiA = hiA / 8.0;

for(int i = 0; i < 8; i++){

for(int j = 0; j < 8; j++){

G[i][j] = hy\*hz \* G1[mu(i)][mu(j)] \* M1[nu(i)][nu(j)] \* M1[v(i)][v(j)] / hx;

G[i][j] += hx\*hz \* M1[mu(i)][mu(j)] \* G1[nu(i)][nu(j)] \* M1[v(i)][v(j)] / hy;

G[i][j] += hx\*hy \* M1[mu(i)][mu(j)] \* M1[nu(i)][nu(j)] \* G1[v(i)][v(j)] / hz;

G[i][j] \*= lambdaA;

M[i][j] = hx\*hy\*hz \* M1[mu(i)][mu(j)] \* M1[nu(i)][nu(j)] \* M1[v(i)][v(j)];

}

}

for(int i = 0; i < 8; i++){

for(int j = 0; j < 8; j++){

A\_loc[2\*i+1][2\*j+1] = A\_loc[2\*i][2\*j] = G[i][j] - w\*w\*hiA\*M[i][j];

A\_loc[2\*i][2\*j+1] = -w\*sigmaA\*M[i][j];

A\_loc[2\*i+1][2\*j] = w\*sigmaA\*M[i][j];

}

}

double val\_f\_sin[8], val\_f\_cos[8], b\_sin[8], b\_cos[8];

for(int i = 0; i < 8; i++){

double x = nodes[elements[el\_n].node\_n[2\*i]].x;

double y = nodes[elements[el\_n].node\_n[2\*i]].y;

double z = nodes[elements[el\_n].node\_n[2\*i]].z;

val\_f\_sin[i] = f\_sin(x,y,z);

val\_f\_cos[i] = f\_cos(x,y,z);

}

for(int i = 0; i < 8; i++){

b\_sin[i] = b\_cos[i] = 0;

for(int j = 0; j < 8; j++){

b\_sin[i] += M[i][j]\*val\_f\_sin[j];

b\_cos[i] += M[i][j]\*val\_f\_cos[j];

}

}

for(int i = 0; i < 8; i++){

b\_loc[2\*i] = b\_sin[i];

b\_loc[2\*i+1] = b\_cos[i];

}

double vec2[16], vals[16];

for(int i = 0; i < 8; i++){

double x = nodes[elements[el\_n].node\_n[2\*i]].x;

double y = nodes[elements[el\_n].node\_n[2\*i]].y;

double z = nodes[elements[el\_n].node\_n[2\*i]].z;

vals[2\*i] = u\_sin(x,y,z);

vals[2\*i+1] = u\_cos(x,y,z);

}

for(int i = 0; i < 16; i++){

vec2[i] = 0;

for(int j = 0; j < 16; j++)

vec2[i] += A\_loc[i][j]\*vals[j];

}

double diff[16];

for(int i = 0; i < 16; i++)

diff[i] = b\_loc[i] - vec2[i];

}

template <typename SLAEsolver\_type> int HFEM<SLAEsolver\_type>::mu(int i){return i % 2;}

template <typename SLAEsolver\_type> int HFEM<SLAEsolver\_type>::nu(int i){return (i/2) % 2;}

template <typename SLAEsolver\_type> int HFEM<SLAEsolver\_type>::v(int i){return (i/4) % 2;}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::Local3(double \*\*A\_loc, double \*b\_loc, int face\_n){

double hx, hy;

if(nodes[faces\_thi[face\_n].node\_n[2]].x == nodes[faces\_thi[face\_n].node\_n[0]].x){

hx = fabs(nodes[faces\_thi[face\_n].node\_n[2]].y - nodes[faces\_thi[face\_n].node\_n[0]].y);

hy = fabs(nodes[faces\_thi[face\_n].node\_n[4]].z - nodes[faces\_thi[face\_n].node\_n[0]].z);

}

else{

if(nodes[faces\_thi[face\_n].node\_n[2]].y == nodes[faces\_thi[face\_n].node\_n[0]].y){

hx = fabs(nodes[faces\_thi[face\_n].node\_n[2]].x - nodes[faces\_thi[face\_n].node\_n[0]].x);

hy = fabs(nodes[faces\_thi[face\_n].node\_n[4]].z - nodes[faces\_thi[face\_n].node\_n[0]].z);

}

else{

hx = fabs(nodes[faces\_thi[face\_n].node\_n[2]].x - nodes[faces\_thi[face\_n].node\_n[0]].x);

hy = fabs(nodes[faces\_thi[face\_n].node\_n[4]].y - nodes[faces\_thi[face\_n].node\_n[0]].y);

}

}

double M1[4][4] = {{4, 2, 2, 1}, {2, 4, 1, 2}, {2, 1, 4 ,2}, {1, 2, 2, 4}};

double loc\_betta = betta[faces\_thi[face\_n].area];

for(int i = 0; i < 4; i++){

for(int j = 0; j < 4; j++){

A\_loc[2\*i][2\*i] = A\_loc[2\*j+1][2\*j+1] = loc\_betta\*hx\*hy\*M1[i][i]/36.0;

A\_loc[2\*i+1][2\*j] = A\_loc[2\*i][2\*j+1] = 0;

}

}

double b\_both[8];

for(int i = 0; i < 4; i++){

double x = nodes[faces\_thi[face\_n].node\_n[2\*i]].x;

double y = nodes[faces\_thi[face\_n].node\_n[2\*i]].y;

double z = nodes[faces\_thi[face\_n].node\_n[2\*i]].z;

b\_both[2\*i] = u\_betta\_s(x, y, z, face\_n);

b\_both[2\*i+1] = u\_betta\_с(x, y, z, face\_n);

}

for(int i = 0; i < 8; i++){

b\_loc[i] = 0;

for(int j = 0; j < 8; j++){

b\_loc[i] += A\_loc[i][j]\*b\_both[j];

}

}

}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::Local2(double \*b\_loc, int face\_n){

double hx,hy;

double A\_loc[8][8];

if(nodes[faces\_thi[face\_n].node\_n[2]].x == nodes[faces\_thi[face\_n].node\_n[0]].x){ //Если в плоскости yOz

hx = fabs(nodes[faces\_thi[face\_n].node\_n[2]].y - nodes[faces\_thi[face\_n].node\_n[0]].y);

hy = fabs(nodes[faces\_thi[face\_n].node\_n[4]].z - nodes[faces\_thi[face\_n].node\_n[0]].z);

}

else{

if(nodes[faces\_thi[face\_n].node\_n[2]].y == nodes[faces\_thi[face\_n].node\_n[0]].y){ //Если в плоскости xOz

hx = fabs(nodes[faces\_thi[face\_n].node\_n[2]].x - nodes[faces\_thi[face\_n].node\_n[0]].x);

hy = fabs(nodes[faces\_thi[face\_n].node\_n[4]].z - nodes[faces\_thi[face\_n].node\_n[0]].z);

}

else{

hx = fabs(nodes[faces\_thi[face\_n].node\_n[2]].x - nodes[faces\_thi[face\_n].node\_n[0]].x);

hy = fabs(nodes[faces\_thi[face\_n].node\_n[4]].y - nodes[faces\_thi[face\_n].node\_n[0]].y);

}

}

double M1[4][4] = {{4, 2, 2, 1}, {2, 4, 1, 2}, {2, 1, 4 ,2}, {1, 2, 2, 4}};

for(int i = 0; i < 4; i++){

for(int j = 0; j < 4; j++){

A\_loc[2\*i][2\*i] = A\_loc[2\*j+1][2\*j+1] = hx\*hy\*M1[i][i]/36.0;

A\_loc[2\*i+1][2\*j] = A\_loc[2\*i][2\*j+1] = 0;

}

}

double b\_both[8];

for(int i = 0; i < 4; i++){

double x = nodes[faces\_thi[face\_n].node\_n[2\*i]].x;

double y = nodes[faces\_thi[face\_n].node\_n[2\*i]].y;

double z = nodes[faces\_thi[face\_n].node\_n[2\*i]].z;

b\_both[2\*i] = tetta\_s(x, y, z, face\_n);

b\_both[2\*i+1] = tetta\_c(x, y, z, face\_n);

}

for(int i = 0; i < 8; i++){

b\_loc[i] = 0;

for(int j = 0; j < 8; j++){

b\_loc[i] += A\_loc[i][j]\*b\_both[j];

}

}

}

template <typename SLAEsolver\_type> int HFEM<SLAEsolver\_type>::findNumber(int i, int j){

int k\_s = ig[i], k\_e = ig[i+1];

int cur;

bool find = false;

for(int k = k\_s; k < k\_e && !find; k++){

if(jg[k] == j){

cur = k;

find = true;

}

}

return cur;

}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::GridT(string file\_cords, string file\_elements, string file\_faces){

FILE\* cords\_f\_in = fopen(file\_cords.c\_str(), "r");

FILE\* cords\_f\_out = fopen((file\_cords + "1").c\_str(), "w");

int n;

fscanf(cords\_f\_in, "%d", &n);

fprintf(cords\_f\_out, "%d\n", 2\*n);

for(int i = 0; i < n; i++){

double x, y, z;

fscanf(cords\_f\_in, "%lf %lf %lf",&x, &y, &z);

fprintf(cords\_f\_out, "%.15lf\t%.15lf\t%.15lf\n", x, y, z);

fprintf(cords\_f\_out, "%.15lf\t%.15lf\t%.15lf\n", x, y, z);

}

fclose(cords\_f\_in);

fclose(cords\_f\_out);

FILE\* els\_f\_in = fopen(file\_elements.c\_str(), "r");

FILE\* els\_f\_out = fopen((file\_elements+"1").c\_str(), "w");

fscanf(els\_f\_in, "%d", &n);

fprintf(els\_f\_out, "%d\n", n);

for(int i = 0; i < n; i++){

for(int j = 0; j < 8; j++){

int k;

fscanf(els\_f\_in, "%d", &k);

fprintf(els\_f\_out, "%d %d ", 2\*k, 2\*k+1);

}

fprintf(els\_f\_out, "\n");

}

fclose(els\_f\_in);

fclose(els\_f\_out);

FILE\* face\_f\_in = fopen(file\_faces.c\_str(), "r");

FILE\* face\_f\_out = fopen((file\_faces+"1").c\_str(), "w");

fscanf(face\_f\_in, "%d", &n);

fprintf(face\_f\_out, "%d\n", n);

for(int i = 0; i < n; i++){

for(int j = 0; j < 4; j++){

int k;

fscanf(face\_f\_in, "%d", &k);

fprintf(face\_f\_out, "%d %d ", 2\*k, 2\*k+1);

}

fprintf(face\_f\_out, "\n");

}

fclose(face\_f\_in);

fclose(face\_f\_out);

}

template <typename SLAEsolver\_type> double HFEM<SLAEsolver\_type>::u\_betta\_s(double x, double y, double z, int face\_n){

double val = 0;

return val;

}

template <typename SLAEsolver\_type> double HFEM<SLAEsolver\_type>::u\_betta\_с(double x, double y, double z, int face\_n){

double val = 0;

return val;

}

template <typename SLAEsolver\_type> double HFEM<SLAEsolver\_type>::tetta\_s(double x, double y, double z, int face\_n){

double val = 0;

return val;

}

template <typename SLAEsolver\_type> double HFEM<SLAEsolver\_type>::tetta\_c(double x, double y, double z, int face\_n){

double val = 0;

return val;

}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::outputResult(string file\_name){

FILE\* out\_f = fopen(file\_name.c\_str(), "w");

for(int i = 0; i < n\_nodes; i++)fprintf(out\_f, "%d\t%.15lf\n", i, solution[i]);

fclose(out\_f);

}

template <typename SLAEsolver\_type> void HFEM<SLAEsolver\_type>::set\_sol(func us, func uc){

u\_sin = us; u\_cos = uc;

}

#endif

**main.cpp**

#include "method.h"

#include "gener3.h"

#include <set>

#include <math.h>

using namespace std;

void trans\_face(string file\_cord, string file\_face);

namespace test2{

double omega = 1000.;

double lambda(double x, double y, double z){ return 1000;}

double sigma(double x, double y, double z) {return 3;}

double hi(double x, double y, double z) {return 1E-11;}

double us(double x, double y, double z) { return x\*x\*x+y\*y\*y+z\*z\*z; }

double uc(double x, double y, double z) { return 2\*x\*x\*x-y\*y\*y+3\*z\*z\*z; }

double fs(double x, double y, double z){ return -omega\*omega\*hi(x,y,z)\*us(x,y,z) - omega\*sigma(x,y,z)\*uc(x,y,z) - 6\*lambda(x,y,z)\*(x+y+z);}

double fc(double x, double y, double z){ return -omega\*omega\*hi(x,y,z)\*uc(x,y,z) + omega\*sigma(x,y,z)\*us(x,y,z) - 6\*lambda(x,y,z)\*(2\*x-y+3\*z);}

}

namespace test3{

double omega = 1000.;

double lambda(double x, double y, double z){ return 1000;}

double sigma(double x, double y, double z) {return 3;}

double hi(double x, double y, double z) {return 1E-11;}

double us(double x, double y, double z) { return x+y+z; }

double uc(double x, double y, double z) { return 2\*x-y+3\*z; }

double fs(double x, double y, double z){ return -omega\*omega\*hi(x,y,z)\*us(x,y,z) - omega\*sigma(x,y,z)\*uc(x,y,z);}

double fc(double x, double y, double z){ return -omega\*omega\*hi(x,y,z)\*uc(x,y,z) + omega\*sigma(x,y,z)\*us(x,y,z);}

}

namespace test4{

double omega = 1000.;

double lambda(double x, double y, double z){ return 1000;}

double sigma(double x, double y, double z) {return 3;}

double hi(double x, double y, double z) {return 1E-11;}

double us(double x, double y, double z) { return sin(x+y+z); }

double uc(double x, double y, double z) { return sin(x-y-z); }

double fs(double x, double y, double z){ return -omega\*omega\*hi(x,y,z)\*us(x,y,z) - omega\*sigma(x,y,z)\*uc(x,y,z) + 3\*lambda(x,y,z)\*sin(x+y+z);}

double fc(double x, double y, double z){ return -omega\*omega\*hi(x,y,z)\*uc(x,y,z) + omega\*sigma(x,y,z)\*us(x,y,z) + 3\*lambda(-x,y,z)\*sin(x-y-z);}

}

using namespace test2;

int main(){

HFEM<LOS> our\_meth\_LOS;

HFEM<SLAEsolver\_LU> our\_meth\_LU;

string file\_cords = "coord";

string file\_els = "els";

string file\_face = "face";

double ax = 0, ay = 0, az = 0;

double bx = 1, by = 1, bz = 1;

double h = 0.2;

double k = 1.000;

double k1 = sqrt(k);

double h1 = h/(1+k1);

double hx = 0.2, hy = 0.2, hz = 0.2;

double kx = k, ky = k, kz = k;

Point st(ax, ay, az), en(bx, by, bz);

printf("Grid generation\n");

GridGenerator3::GridGenMain(st, en, hx, hy, hz, kx, ky, kz, file\_cords, file\_els, file\_face);

our\_meth\_LOS.GridT(file\_cords, file\_els, file\_face);

trans\_face(file\_cords+"1", file\_face+"1");

printf("LOS\n");

our\_meth\_LOS.init(file\_cords+"1", file\_els+"1", file\_face+"11");

our\_meth\_LOS.set\_sol(us, uc);

our\_meth\_LOS.setCf(lambda, sigma, hi);

our\_meth\_LOS.setOmega(omega);

our\_meth\_LOS.setF(fs, fc);

our\_meth\_LOS.MatrixForming();

our\_meth\_LOS.SolutionSLAE();

our\_meth\_LOS.outputResult("LOS.txt");

our\_meth\_LOS.outputDiffer("LU.txt");

printf("LU\n");

our\_meth\_LU.init(file\_cords+"1", file\_els+"1", file\_face+"11");

our\_meth\_LU.set\_sol(us, uc);

our\_meth\_LU.setCf(lambda, sigma, hi);

our\_meth\_LU.setOmega(omega);

our\_meth\_LU.setF(fs, fc);

our\_meth\_LU.MatrixForming();

our\_meth\_LU.SolutionSLAE();

our\_meth\_LU.outputResult("sol\_LU.txt");

our\_meth\_LU.outputDiffer("diff\_LU.txt");

return 0;

}

void trans\_face(string file\_cord, string file\_face){

FILE\* cords = fopen(file\_cord.c\_str(), "r");

int n;

fscanf(cords, "%d", &n);

node\* nodes = new node [n];

for(int i = 0; i < n; i++)

fscanf(cords, "%lf %lf %lf", &nodes[i].x, &nodes[i].y, &nodes[i].z);

fclose(cords);

FILE\* faces = fopen(file\_face.c\_str(), "r");

int m;

fscanf(faces, "%d", &m);

set<int> face\_node;

for(int i = 0; i < m; i++){

for(int j = 0; j < 8; j++){

int k;

fscanf(faces, "%d", &k);

face\_node.insert(k);

}

}

fclose(faces);

faces = fopen((file\_face+"1").c\_str(), "w");

fprintf(faces, "%d\n", face\_node.size());

for(set<int>::iterator it = face\_node.begin(); it != face\_node.end(); it++){

int k = \*it;

double x = nodes[k].x;

double y = nodes[k].y;

double z = nodes[k].z;

if(k%2 == 0)

fprintf(faces, "%d\t%.15lf\n", k , us(x,y,z));

else

fprintf(faces, "%d\t%.15lf\n", k , uc(x,y,z));

}

fprintf(faces, "%d\n%d", 0, 0);

fclose(faces);

face\_node.clear();

delete[] nodes;

}

1. Тесты

Рассчётная область – куб [0,1]x[0,1]x[0,1], шаг 0,2, 125 КЭ

1. us=x3+y3+z3, uc= 2x3-y3+3z3, ω=1000, λ=1000, σ=3, χ=10-11,

fs=- ω σ uc- ω2 χ us-6 λ(x+y+z), fs= ω σ us- ω2 χ uc-6 λ(2x-y+3z)

LU:

Погрешность – 1.536e-016

Время – 0.039235 с

LOS:

Погрешность – 3.235e-016

Время – 0.077221 с

Итераций – 50

1. us=x+y+z, uc= 2x-y+3z, ω=1000, λ=1000, σ=3, χ=10-11,

fs=- ω σ uc- ω2 χ us, fs= ω σ us- ω2 χ uc

LU:

Погрешность – 1.966e-016

Время – 0.039716 с

LOS:

Погрешность – 3.747e-016

Время – 0.079993

Итераций – 54

1. us= sin(x+y+z);, uc= sin(x-y-z), ω=1000, λ=1000, σ=3, χ=10-11,

fs=- ω σ uc- ω2 χ us+3λ sin(x+y+z), fs= ω σ us- ω2 χ uc+3λ sin(x-y-z)

LU:

Погрешность – 1.983e-004

Время – 0.039381 с

LOS:

Погрешность – 1.983e-004

Время – 0.076187

Итераций – 50

1. Исследования на сетке с небольшим числом КЭ

Используется первый тест, расчётная область прежняя, шаг 0,1 по всем осям, число КЭ 1000

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  | LU, время, с | LOS, iter | LOS, время, с |
| 10-4 | 5 103 | 104 | 10-11 | 2.291 | 136 | 1.237 |
| 102 | 5 103 | 104 | 10-11 | 2.290 | 583 | 4.631 |
| 109 | 5 103 | 104 | 10-11 | 2.288 | 6818 | 51.028 |
| 102 | 102 | 104 | 10-11 | 2.289 | 3168 | 23.733 |
| 102 | 105 | 104 | 10-11 | 2.287 | 344 | 2.778 |
| 102 | 5 103 | 0 | 10-11 | 2.288 | 107 | 1.031 |
| 102 | 5 103 | 106 | 10-11 | 2.294 | 6803 | 51.203 |
| 102 | 5 103 | 104 | 8.81 10-12 | 2.340 | 455 | 3.682 |
| 102 | 5 103 | 104 | 10-10 | 2.284 | 455 | 3.620 |

1. Исследования на сетке с большим числом КЭ

Используется первый тест, расчётная область прежняя, шаги 0.025, 0.025 и 0.05 – 32000 КЭ

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  | LU, время, с | LOS, iter | LOS, время, с |
| 10-4 | 5 103 | 104 | 10-11 | 303.683 | 5463 | 54.017 |
| 102 | 5 103 | 104 | 10-11 | 301.621 | 5530 | 50.353 |
| 102 | 105 | 104 | 10-11 | 305.761 | 3443 | 32.758 |
| 102 | 5 103 | 0 | 10-11 | 302.253 | 1723 | 18.032 |
| 102 | 5 103 | 104 | 8.81 10-12 | 302.340 | 4593 | 42.956 |
| 102 | 5 103 | 104 | 10-10 | 302.284 | 4519 | 37.210 |